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Figure 1: A 3D model of a tree is imported (a). Our system automatically computes a dynamic model that is able to react interactively to environmental changes such as trees growing together (b) or when obstacles are moved towards the tree and cast shadow on it (c)-(e).

Abstract

We present a dynamic tree modeling and representation technique that allows complex tree models to interact with their environment. Our method uses changes in the light distribution and proximity to solid obstacles and other trees as approximations of biologically motivated transformations on a skeletal representation of the tree’s main branches and its procedurally generated foliage. Parts of the tree are transformed only when required, thus our approach is much faster than common algorithms such as Open L-Systems or space colonization methods. Input is a skeleton-based tree geometry that can be computed from common tree production systems or from reconstructed laser scanning models. Our approach enables content creators to directly interact with trees and to create visually convincing ecosystems interactively. We present different interaction types and evaluate our method by comparing our transformations to biologically based growth simulation techniques.
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1 Introduction

Botanical tree models are used in many application areas, including architecture, urban modeling, gaming, and movies. However, modeling the variety of tree shapes is a challenging problem because trees react to the surrounding environment in complex ways. Their shape is determined by their endogenous information (individual plants’ genetics) and by exogenous influences (its environment). The same tree species that has a well-developed crown when grown in an open space might have a longer trunk and only a small tree crown when standing in a forest. The variety of plant shapes can be captured by growth models, but the growth simulation is time intensive and models require typically a large set of input parameters, which makes such approaches unsuitable for interactive design. Many different procedural tree modeling techniques have been published, but most of the resulting models are still static. If trees have to be combined, or if the environment changes, models have to be adapted manually or the procedural creation has to be rerun.

We present a dynamic modeling and representation technique for trees that aims at incorporating aspects of the trees genotype into our models to allow them to react to the environment. In the past this was only possible using growth models such as Open L-systems [Měch and Prusinkiewicz 1996] or space colonization algorithms [Palubicki et al. 2009] that regrow the entire model and thus exhibit prohibitively long computing times. In contrast, we use a technique that approximates biologically motivated transformations and also allows computing dynamic behavior efficiently, users can interact even with dozens of complex models in a scene.

Our method works with various kinds of input models that are represented as polygonal surfaces, only we assume that the models correspond to trees that were designed without the influence of other trees or obstacles. We have successfully applied our approach to models generated by Open L-systems [Měch and Prusinkiewicz 1996], to manually designed models from Xfrog [Lintermann and Deussen 1999], and with laser-scanned and reconstructed models.

The given models are analyzed, a skeletal graph is constructed, and a set of transformations is defined to modify the structure of this graph when the environment changes. Similar to Livny et al. [2011], we represent the foliage with a number of leaf clusters that are distributed in the tree crown. Tiny twigs and leaves inside
these clusters are created procedurally using a GPU, allowing us to produce the necessary geometry very efficiently. Inspired by real trees, the change in light distribution is the most important factor for influencing our models. The illumination of different parts of the tree is determined and then used to modify their geometric structure and the procedural content of the leaf clusters.

The proposed method can be used to interactively model ecosystems consisting of up to some dozens of different trees. An example is shown in Figure 1. It has been procedurally created and then imported into our system. The automatic adaptation of our tree models to changing environmental factors releases the modeler from dealing with tree parameters and allows them to construct complex scenes very quickly. Because most of the geometry of our models can be created on the fly using graphics hardware, the models can also be used in real-time scenarios such as games or simulators.

2 Related Work

Early models of plants were based on procedural approaches that replicated growth by repetitive application of a small set of rules to an initial structure to yield very complex results. Originally, the rules captured only the internal properties of the tree, such as branching angles and internode lengths [Aono and Kunii 1984; Honda 1971; Kawaguchi 1982; Oppenheimer 1986; Smith 1984]. Later, more geometrical aspects such as textures and detailed branches were added [Bloomental 1985], and various biological developmental models were introduced [de Reffye et al. 1988]. However, the shape of the trees in these approaches can be controlled only indirectly by using the parameters of the procedural models. Another class of methods includes user-assisted plant modeling. One of the first of these approaches was the work of Weber and Penn [1995], who created convincing tree models using a complex parametric model. [Boudon et al. 2003] introduce decomposition graphs as multiscale representations of plant structures to aid user control. Lintermann and Deussen [1999] developed the Xfrog modeling technique, which combines rule-based and procedural modeling and also allows for creating animated models. Here, parametric keyframes of a model are determined—sets of parameters for a specific time—and later interpolated to create growth animations of trees. However, it is not possible for models to dynamically react to their environment.

Image-based techniques use sets of images to produce tree models. While Reche-Martinez et al. [2004] have to register their input images carefully and reconstruct the 3D shape of the tree from the photographs, the method of Neubert et al. [2007] works with loosely arranged images. Here, the main branches are determined by the user and the static model is constructed using a particle flow system and some botanic heuristics. Iijiri et al. [2006] and Zakaria and Shukri [2007] applied sketch-based methods to trees generated by procedural techniques, bridging the area of rule-based and image-based techniques. Chen et al. [2008] used a set of biologically motivated branching rules to infer the 3D structure of the tree model from a given 2D sketch (also [Okabe et al. 2006]). Deussen and Lintermann [2005] give a general overview on the various techniques.

It has been recognized that the environment plays an important role in the development of a tree [Sachs and Novoplansky 1995]. Modification of the environment itself can be used as a way of controlling the procedural model. Arvo and Kirk [1988], Greene [1989], and later Benes and Millan [2002] simulated climbing plants that grow on support structures and are influenced by the light density in sub-volumes of the scene. Various methods for computing light within trees have been proposed, such as the fast, but simplified, technique proposed by Rudnick et al. [2007], where the light was estimated from the crown shape, or a more advanced method based on radiant energy transfer [Soler et al. 2003].

Hart et al. [2003] simulated the production of additional wood when a tree receives mechanical stress to its parts. [Lam and King 2005] go even further and propose a method that models tree growth based on the interaction of the tree’s internal attributes also considering water distribution and chemical flow. A GPU-oriented approach for modeling trees under the influence of environment was introduced in [Benes et al. 2009]; however, the expressive power of their growth model was limited only to a few deciduous tree species.

Probably the most developed formal systems for plant simulation are Lindenmayer systems (L-systems). Originally developed as a mathematical model for cell development [Lindenmayer 1968], L-systems were extended by the ability to simulate branching structures in [Prusinkiewicz 1986], and were later extended in various ways to enable animation of plant development [Prusinkiewicz et al. 1993], interactive modeling [Power et al. 1999; Prusinkiewicz et al. 2001], etc. One of the most important extensions, Open L-systems [Mech and Prusinkiewicz 1996], account for environmental feedback between the plant and its environment making it possible to simulate the effects of competition for light. This competition for resources was further developed using space colonization algorithms [Runions et al. 2007] that controlled the growth mostly by distributing resources in the environment. Recently, realistic rule-based models of trees have been created by techniques in which the competition for resources plays an important role [Palubicki et al. 2009; Hua and Kang 2011]. Still, most of these techniques rely on growth models, which makes them impractical for interactive design.

3 System Overview

The effect of the environment on the youngest parts of the tree is usually not visible, as those parts have not had enough time to develop. This motivated us to simulate the effect of the environment mostly on the trunk and the main tree branches (the tree skeleton). This approach is similar to the idea of Livny et al. [2011], who separated the input tree model into a main branching skeleton that is handled directly and a set of lobes that are filled with smaller branches and twigs procedurally on the fly. In our approach, we input a tree model that was created as if it was grown in an open space and convert it into a graph-based representation and a set of leaf clusters. In contrast to their work, we have a complete tree model and can directly use small twigs as prototypes for the procedural filling, and thus our approach is independent of a tree model library with predefined content. This approximate representation is the key for fast interaction with the environment and an efficient rendering of tree models while maintaining their visual fidelity.

A tree shape is a result of the competition for resources, the most important of which is light [Sachs and Novoplansky 1995]. If a tree has been grown close to an obstacle, changes in the plant shape, such as bending or shedding, can occur. These effects are simulated by our dynamic models.

The two parts of our models react differently to environmental changes. The main branching skeleton is bent and pruned according to the light distribution. When the local light distribution changes, the procedural content of the leaf clusters is modified. Small branches and twigs bend towards the light and can be pruned if the lobes interact with a solid obstacle. The shape of the lobes can be deformed when the tree is bent, which also affects the procedural content.

The remainder of the paper is organized as follows. In the next section we describe the necessary prerequisites for our method
and the processing of the input models. Section 5 outlines our transformation-based modeling and interaction as well as their efficient implementation. An evaluation of the method is given in Section 6, where we show a number of results and compare them to rule-based systems that allow for interaction with an environment.

4 Tree Analysis

The response of individual branches and the sensitivity of the given input tree to changing environmental conditions is calculated from the tree’s geometrical and topological information. Therefore, we assume that it should have been grown in an isolated space with no external obstacles. However, the shape of the input tree is affected by self-shadowing even when external obstacles are not present.

To account for this effect, we first estimate the environmental conditions that influenced the tree structure, and then we estimate its intrinsic morphological properties. We use these properties to construct a procedural model that defines the behavior of each branch. This model is controllable by a set of environmental parameters and thus is able to react dynamically to environmental changes.

To estimate morphological parameters of the tree branches, such as their desired orientation or their response to insufficient amounts of light, we first need to estimate the environmental conditions that affected the structure of the input tree. As mentioned above, we concentrate on the light distribution since this is the most important factor for the tree growth. For our input models we assume that the light distribution is affected only by the tree itself: leaves and branches cast shadows that influence the growth of underlying branches.

The shadows within a tree are changing during the tree growth because new branches and leaves are constantly created and old ones die off. In order to estimate the growth parameters of the input tree, we need to compute the temporal light conditions at different stages of its growth. Such light conditions affect the local growth rates of branches and thus can be revealed from them.

4.1 Computing the Branch Age

An estimate of the branch age can be determined if we know the growth rates across the entire tree. The growth rate of an individual branch is determined by how many internodes (segments without buds) a given branch produces in one season. This growth rate can vary across the tree, as it is influenced by the amount of resources that a given branch receives during its growth. Therefore, to compute an approximate of the branch age we need to estimate both the internode length and the growth rate of individual branches of the tree (cf. Figure 2a).

The length of an internode \( l_i \) is estimated from the distribution of distances between nearest branching nodes. We use the mean internode length for our estimation which is then the most significant peak point in the distribution that is found using mean-shift clustering. To estimate the growth rate \( \nu_s \) of a given branch segment \( s \), we first compute a relative growth rate \( \hat{\nu}_s \) as:

\[
\hat{\nu}_s = \frac{d_{s,f}}{d_s - d_{s,f}},
\]

where \( d_{s,f} \) is the distance from a given segment to its furthest leaf node, \( d_s \) is the distance from the segment to the root of the tree, and \( d_{s,r} \) is the distance from the root of the tree to its furthest leaf node. The computed value specifies how much slower a given branch has to grow compared to the fastest growing branch in order to ensure that all branches reach their leaf nodes at the same time. The estimation of the relative growth rate loses its accuracy as we move closer to the leaf nodes; therefore, we use the above estimation only for segments whose distance to the leaf node is larger than a threshold distance \( d_l = 0.2 d_r \). For the remaining branch segments, we copy the relative growth rate from their parent branches.

When the relative growth rate is estimated for all branches, we compute the absolute growth rate \( \nu_s = \hat{\nu}_s / \nu_{min} \), where \( \nu_{min} \) is the minimum relative growth rate from all branch segments. The age of each branch \( t_s \) is then computed as

\[
t_s = \frac{l_s}{l_i} \nu_s + t_{s,p},
\]

where \( l_s \) is the length of the branch segment and \( t_{s,p} \) is the age of its parent branch. The final estimated age of each branch segment is then clamped to the nearest lower integer, which represents the season in which a given branch segment was created.

4.2 Temporal Light Conditions

Once the branch age is known, we can estimate the light conditions for the different stages of the tree growth. It would be infeasible to simulate the effect of each leaf individually; therefore, we approximate the leaf distribution by virtual leaf clusters. The initial clusters are created from the lobes of the input tree. The clusters cast shadows onto the rest of the tree using a simplified light model that accounts for the typical incident light within a day as proposed by Palubicki et al. [2009]. Although advanced illumination models for plants exist [Soler et al. 2003], we use a simplified model suitable for fast calculation. To compute the light received at a given point \( p \), we integrate the incoming light from a hemisphere that represents the sky:

\[
i(p) = c \int_{0}^{\pi} \int_{0}^{\pi} I(\theta, \phi)(1 - O(p, \theta, \phi)) \sin \theta \sin \phi \sin \phi, \tag{3}
\]

where \( I \) is the amount of light coming from a specific direction (irradiance) and \( O \) is the visibility of the hemisphere from the given point \( p \) that is determined by the combined transculency \( \gamma \) of all obstacles that are in the given direction \( O(p, \theta, \phi) = 1 - \prod \gamma(p, \theta, \phi) \). Finally, \( c \) is a normalization constant that brings the amount of incoming light into range \([0, 1]\). The same approach is also used to compute the average light direction, where the integrand in the above equation is multiplied by a unit vector defined by \( (\theta, \phi) \).

In this work, we approximate the intensity of the light coming from the sky by using \( I(\theta, \phi) = \cos^\gamma(\Delta \sigma(\theta, \phi)) \), where \( \Delta \sigma \) is the angular distance between a given direction \( (\theta, \phi) \) and the direction of the brightest point on the sky.
The shadows are computed and integrated into the scene using shadow volumes that are attached to each shadow caster. Shadow volumes represent a volume where the influence of the shadow caster is still significant, and they are used to quickly determine which obstacles should be included in Eq. (3). Since we use only simple geometric shapes for the obstacles, we are able to evaluate the light model analytically; for more complex cases a numerical solution might be employed such as one used in [Méch and Prusinkiewicz 1996; Soler et al. 2003].

To determine the intensity of cast shadows, the translucency of the leaf clusters \( \gamma_c \) is approximated from their radius \( r_c \) as:

\[
\gamma_c = \gamma_{c0},
\]

where \( \gamma_{c0} \) is the base unit translucency of a leaf cluster. We use a rough species-independent approximation with \( \gamma_{c0} = 0.5 \), while knowing that different species differ in their translucency.

To compute the light conditions at earlier stages of the tree life, we propagate the leaf clusters towards the root as illustrated in Figure 2b). At each iteration we decrease the active threshold age by one, and we remove all nodes that are older than the threshold. The leaf clusters that contained the removed nodes are then propagated to the nodes that are now leaves. The center of each cluster \( c_n \) is determined by the centroid of the nodes assigned to it; the radius of a new cluster \( r_n \) is estimated from the properties of the set of removed leaf clusters in child nodes \( C_p \) as:

\[
r_n = \sqrt{\sum_{i \in C_p} r_i^2 \prod_{i \in C_p} d_{ni}},
\]

where \( r_i \) is the radius of a single child cluster, \( d_{ni} \) is the distance from the root to the centroid of child leaf cluster \( i \) and \( d_{ni} \) from the root to the new leaf cluster. The new leaf cluster has the combined volume of all child leaf clusters scaled down by the relative difference of their distances to the root of the tree.

### 4.3 Inverse Tropism

Once the environmental conditions at different stages of the tree’s development are known, we can calculate the effects of the environment on the shape of the input tree. The first effect we are able to compute is the influence of tropisms on the tree growth. A tropism is the tendency of the branches to grow towards or away from some entity. In general the structure of the tree can be affected by different tropisms where each tropism \( \tau \) is defined by a vector \( \vec{t}_\tau = w_\tau \vec{t}, \) where \( \vec{t} \) is the unit direction of the tropism and \( w_\tau \) is its strength.

In this work, we focus on phototropism and gravitropism. Phototropism is the tendency of a given branch to grow towards the light direction. We estimate the effects of phototropism for each branch at the time the branch was growing using our temporal light model described above. Gravitropism controls bending of the branches either away from or towards gravity. While we compute the strength of the tropisms directly from the input tree, we later expose it as a parameter that the user can modify to control the transformation behavior of the trees.

A tropism that acts on a branch segment (growing in normalized direction \( \vec{d}_o \)) bends the branch into a new direction \( \vec{h} \), which is computed as:

\[
\vec{h} = w_s \vec{d}_o + (1 - w_s) \sum_{\tau} w_\tau \vec{t}_\tau = w_s \vec{d}_o + (1 - w_s) \vec{t},
\]

where \( \vec{t} \) is a linear combination of all tropisms, \( w_\tau \) are the weights with \( \sum w_\tau < 1 \) and \( w_s \) is the weight of the original direction of the branch segment with length \( l_s \). This weight can be determined by:

\[
w_s = (1 - \sum w_\tau)^{1/l},
\]

where the exponent represents the accumulated effect of tropisms over the length of the branch segment, normalized by the internode length \( l_i \).

In order to compute the effects of tropisms on the input tree when its environment is changed, we first need to find the effects of tropisms on the structure of the tree at the time when it was created. We refer to this problem as computing the inverse tropism since our inputs are branches that have been already bent, and we try to find out what branches would look like if effects of tropisms were removed.

Computing the inverse tropism means solving Eq. (6) for \( \vec{d}_o \), with known \( \vec{h} \), defined by the orientation of the branches in the input trees. The actual length of \( \vec{h} \) in Eq. (6) can vary because it is computed from a linear combination of different vectors. Therefore, we have to modify Eq. (6) by introducing a line parameter \( p \):

\[
w_s \vec{d}_o = p \vec{h} - (1 - w_s) \vec{t}.
\]

This equation has the following geometric interpretation (see Figure 3): we look for a direction of a vector \( w_s \vec{d}_o \) that when added to \( (1 - w_s) \vec{t} \) results in a vector that lies on a line defined by \( \vec{h} \). The line parameter \( p \), for which the vector \( w_s \vec{d}_o \), has a unit size, can be found if we intersect the line with a sphere that has radius equal to \( w_s \). The parameter \( p \) is then the maximal solution to the following quadratic equation:

\[
w_s^2 = p^2 |\vec{h}|^2 - 2p(\vec{h} \cdot \vec{t}_w) + |\vec{t}_w|^2,
\]

where

\[
\vec{t}_w = (1 - w_s) \vec{t}.
\]

If Eq. (9) does not have a solution, we use the first derivative of it to compute a value of \( p \) that defines the point on the line that is closest to the sphere. This value is then inserted into Eq. (8) to compute the vector \( \vec{d}_o \). Knowing this direction for every branch segment of the input tree, we can use Eq. (6) to adjust the bending of the branches when the environment changes.

### 4.4 Pruning Estimation

Natural pruning influences the tree structure of most species and therefore it is crucial for us to determine when a given branch should be pruned. We express this in terms of the resources (photosynthates) gathered by the tree from the light. Please note that we cannot capture topiary.

Apical meristemical cells in a bud produce wood or plant organs according to the amount of light they receive. If the bud is in a shadow
for a long period of time, it slows down its activity. A branch that does not receive light for a longer period of time eventually dies off.

We use an approach similar to [Palubicki et al. 2009], where the pruning of a branch is computed based on the sum of node distances to all leaf nodes $l_i$ and the amount of resources gathered by their child leaf clusters $C_i$. A branch is pruned when the ratio $ζ_s/l_c$ is smaller than some threshold value called pruning factor $ζ$. For a given branch segment $s$, the gathered amount of resources $ζ_s$ is computed from the light that is received on the leaf clusters $C_s$ that are located on the child nodes of a branch segment $s$:

$$ζ_s = \sum_{c \in C_s} 2\pi r_c^2 i_c,$$  
(10)

where $r_c$ is the radius of a given leaf cluster and $i_c$ is the normalized amount of light that the cluster receives.

Since the input to our method is an already grown tree where the branches have been pruned, we cannot compute the pruning factor $ζ$ directly. Instead, for a branch segment $s$ we compute a local pruning factor $ζ(r)$ for every stage of the tree growth $t$. The local pruning factor allows us to determine the minimum pruning factor when a given branch was not shed during growth. Since we can only compute a rough approximation, we use the fifth percentile of the distribution of all $ζ(r)$ as our reference pruning factor $ζ_{ref}$. This allows us to receive an estimation. The individual pruning factor is now computed for every branch $s$ by

$$ζ_{s,min} = c_ζ \min(ζ_{ref}, \min_i(ζ_s(t))),$$  
(11)

where $c_ζ$ is a user-controllable parameter that determines the strength of the pruning. We use a default value $c_ζ = 0.8$.

5 Dynamic Interaction

After analyzing the input tree to estimate growth behavior and pruning strength, we can efficiently model the interaction with its environment. During the interaction we first calculate the amount of changes in the environment; the tree response is then expressed by transforming the main branches by updating the shape of the leaf clusters and by modifying their procedural content.

5.1 Tree Graph Transformations

The transformations should represent changes in the tree growth. We transform individual branch segments according to their estimated age (Section 4.1) and as a reaction to the new light conditions using our temporal light model.

The direction of the incident light is used to generate the bending transformation from Eq. (6). The rotation of a branch segment is propagated to its child branches. When a branch is transformed, it is also necessary to update its associated leaf clusters that may cast shadows onto younger branches.

The pruning transformations are computed after all branches of a given age have been transformed. When all branches on level $t$ have been transformed, we compute the resource allocation $ζ_s$ for all branches with ages between 0 and $t$ (see Eq. (10)). The resources are then compared with the total length of all existing child branches and the pruning factor $ζ_s(t)$ is computed. All branches (and their children) with resources smaller than $ζ_{s,min}$ are pruned.

5.2 Modeling of Leaf-Clusters

In order to simulate a cluster’s response to light, we first calculate the amount of light each cluster receives. This information is then used to adjust the creation of branches within a cluster, their orientation, and the number of leaves per branch. As described by Livny et al. [2011], procedural creation is a repeating process of adding branchlets (small branches obtained from the input model) to some initial seed points of the leaf cluster on the main branching skeleton. We parameterize this process by the desired cluster density. The relationship between the incoming light $i$ and the normalized density $ρ$ is denoted by

$$ρ_l = \frac{ρ_0}{ρ(λ_0)} ρ(i),$$  
(12)

for leaf cluster $l$ with an initial density $ρ_0$ for the initial light value $λ_0$.

When a leaf cluster collides with an obstacle it is intersected as shown in Figure 4. We adjust the selection of branchlets according to the new hull of the cluster on a frame-by-frame basis. Please note that due to the approximate nature of cluster filling, small branches sometimes grow out of the hull and thus might enter an obstacle. We do not prune such branches so far since we found this effect negligible, but in the future this might be added.

If the object is not solid (e.g., another tree model), the clusters are not intersected but overlap and share the space. This way we are able to achieve convincing branch canopies for close tree models (cf. Figure 11).

![Figure 4: Lobe intersection after a collision with solid obstacles.](image)

When a branch is bent or pruned away, the associated leaf clusters (filling geometry and also the envelope shape) are updated. The position of all leaf clusters is updated by computing the average offset of all their nodes from their initial position. This offset is then added to the cluster centroid.

If parts of the tree graph that belong to a cluster are removed, the respective seed points are removed, the procedural filling of the lobe is updated, and its translucency $γ_c$ is updated:

$$γ_c = γ_{c,0}^{n_c/n_0},$$  
(13)

where $n_c$ is the current number of existing nodes and $n_0$ is the initial number. If all nodes of a cluster are removed, the leaf cluster itself is deleted.

5.3 Types of Interaction

The above-described transformations allow three types of interaction representing the most common scenarios that can be encountered during modeling: tree–obstacle interaction, tree–tree interaction, and global light interaction.

**Tree–obstacle interaction** occurs when a tree is moved close to an obstacle or vice versa. The obstacle then becomes a part of the environment that influences the tree by casting a shadow for the entire life span of its growth.
Tree–tree interaction is triggered when two or more trees are moved so close to each other that their mutual shadows influence their growth. For a proper simulation of this kind of interaction, we process the transformations of individual branches in all involved trees in parallel. Branches are processed according to their age. If the maximal age of a tree is higher than its competitors, we change the processing time for the branches of the younger trees in order to end up at the same completion time for all trees.

Global light interaction represents changes in the global light conditions of a scene. Such changes might happen when we move the scene from a southern hemisphere to a northern one or when the orientation of the scene is altered. Such changes are represented by altering the direction $I(\theta, \phi)$ in Eq. (3). Whenever global light conditions change, we need to recompute the transformations for all trees.

In most scenarios the above interactions happen at the same time. For example, when we move a wall into a forest then the wall transforms nearby trees, which in turn might affect the shape of their neighboring trees.

6 Evaluation

Since trees grown in static conditions exhibit a large amount of randomness, we compare the underlying tree graphs of simulated versus transformed trees. We use the approach of Ferraro et al. [Ferraro and Godin 2000] that builds upon the constrained edit distance between unordered labeled tree graphs [Zhang 1996]. Dissimilarity between two tree graphs can be measured as an edit distance between them—the weighted minimum amount of operations that would convert one graph into the other. The possible edit operations are i) deletion of a node (the children of the node become the children of the parent node and the node is deleted), ii) node insertion (inverse of deletion), or iii) changing a node (which assigns a new label to the node). The cost of each edit operation depends on the particular application; in our approach the cost is proportional to the branch thickness (which is related to its age).

It would be impractical to compare our models to real trees because it is difficult to correctly estimate their environmental conditions. Therefore, we use trees created by a growth model proposed by Palubicki et al. [2009]. In order to compare the trees, we first create solitary tree models using the growth model and use them as an input for our system. We created three types of trees that differ in their tropisms. Tree 1 presents 0.25 phototropism and 0.12 gravitropism, the tropisms for Tree 2 are 0.45 and 0.44, r.s.p. and Tree 3 presents 0.03 phototropism and 0.23 gravitropism. The first two trees are the same age and present the same pruning factor. The last tree is older having a smaller pruning factor. We created three tree sets for each tree type:

- Set $O$: Trees created using the growth model with no obstacles where only light and self-shadowing influences the growth.
- Set $G$: Trees with the same growth parameters as $O$ grown using the growth model close to a wall.
- Set $T$: Trees with the same growth parameters as $O$ with the shape calculated using our system under the same conditions as $G$.

Four different groups of fifty values each were computed. The values represent distances between pairs of trees selected from the sets described above so that no tree was used twice. The different groups were $T-T$, $T-O$, $T-G$, and $G-G$. The letters represent the groups for the pairs of trees that were compared.

In order to show that there is no significant difference between the transformed trees from set $T$ and the trees grown by the growth model from set $G$, we performed a two-tailed t-test between the $T-G$ and $G-G$ with an alpha of 0.05. To show that the transformed trees from set $T$ are significantly different to the trees from $O$, a t-test is performed between groups $T-O$ and $T-T$. Table 1 summarizes the obtained results.

This suggests a significant difference between trees grown without constraints versus trees next to a wall. On the other hand, there is no significant difference between the adapted trees grown with the growth model and the trees transformed with our approach under the same conditions.

![Figure 5: Visual comparison of three tree models.](image)

### Table 1: Results obtained for the different groups $T-T$, $T-O$, $T-G$ and $G-G$. The letters represent the groups for the pairs of trees that were compared.

<table>
<thead>
<tr>
<th>Type</th>
<th>Mean</th>
<th>Standard Deviation</th>
<th>$p$-value</th>
<th>$p$-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Type 1</td>
<td>$T-G$</td>
<td>236.29</td>
<td>35.27</td>
<td>p = 0.46</td>
</tr>
<tr>
<td>Type 2</td>
<td>$G-G$</td>
<td>229.65</td>
<td>52.71</td>
<td>p &lt; 0.001</td>
</tr>
<tr>
<td>Type 3</td>
<td>$T-O$</td>
<td>347.19</td>
<td>91.33</td>
<td>p = 0.06</td>
</tr>
<tr>
<td>Type 4</td>
<td>$T-T$</td>
<td>225.38</td>
<td>33.94</td>
<td>p = 0.001</td>
</tr>
</tbody>
</table>

Furthermore, Figure 5 shows a visual comparison of the changes obtained by the growth model and our transformations. The models were grown in an open space and then imported to our system (left). Next, they were grown in different light conditions using the growth model (middle) and also transformed using our approach (right column).

7 Implementation and Results

Our system is implemented in C++ using OpenGL and GLSL. All examples in this paper were generated on a desktop computer equipped with Intel i7 CPU @ 3.7GHz with 16GB of memory. Most of the rendering was done directly on the GPU (Nvidia GeForce GTX 580 with a 1.5GB of dedicated memory).

The visual appearance of our tree models is mostly determined by the structure of their main branches and not by the exact structure of leaf clusters. We therefore define a threshold for the thickness of branches that determines whether a given branch should be rendered or not. All branches with a thickness above the threshold are
stored in a tree graph, while the smaller branches are removed from the tree and converted into the leaf-clusters. To interact with large amounts of tree models in real time, we apply a set of level of detail (LOD) techniques. Similar to Livny et al. [2011], the amount of produced geometry depends on the cluster size, the light situation, and the LOD stage. If the tree is far away from the camera, only a small subset of leaves is produced and scaled according to stochastic pruning, as introduced by Cook et al. [2007]. We render the tree foliage with alpha to coverage; an efficient method for layers of textures containing large numbers of transparent texels.

Since trees exhibit a large amount of self-similarity, we are able to approximate the leaf clusters using small subsets of branchlets (branch patches) that are instantiated. A set of branchlets from the input model is used to populate the volumes. These patches are stored in a texture buffer on the GPU, and the main branching structure and the patch geometry of the leaf clusters are combined to make a complete graph of the tree.

To be able to apply the transformation to the tree graph, we store the main branching structure on the CPU memory that is mapped to a frequently updated vertex buffer object on the GPU. The geometry of the skeleton is represented by generalized cylinders. To allow rendering of many tree models, we adjust the graph and mesh generation on a frame-by-frame basis.

Table 2 shows a comparison of construction times using Open L-systems and our transformations. Twenty models per group of tree ages 10, 20, and 30 were grown with an Open L-system, leading to an increasingly complex geometry. The growth times were recorded and averaged. Another three groups of twenty trees were input in our system and the transformation times were recorded. It is important to note that the simulation applies to the regrowth of the entire tree from scratch, while the transformations are applied only in the affected areas. Generally, our approach is two orders of magnitude faster.

7.1 Results

The first example in Figure 6 demonstrates the environmental effect of the shadow cast on a tree by a wall. A tree model grown in open conditions is compared with transformed models, and the amount of displacement of each node is expressed as color. As expected, the biggest change is on the tip of the tree because the error accumulates through the main skeleton.

Figure 7 shows three different species—(a) Willow, (b) Delonix, and (c) Mahogany with their reaction to an obstacle. The original trees were reconstructed from LiDAR scans using the approach of [Livny et al. 2011]. The trees react to the proximity of the shadow by bending away (light seeking) and by shedding branches that are close to the wall. Figure 9 shows the results for two Xfrog models.

Table 2: Complexity and simulation time for tree in different ages.

<table>
<thead>
<tr>
<th>Tree age</th>
<th>Average nodes</th>
<th>Growth</th>
<th>Transforms</th>
</tr>
</thead>
<tbody>
<tr>
<td>10 years</td>
<td>530</td>
<td>216.3 ms</td>
<td>3.82 ms</td>
</tr>
<tr>
<td>20 years</td>
<td>2541</td>
<td>8855.6 ms</td>
<td>50.5 ms</td>
</tr>
<tr>
<td>30 years</td>
<td>9134</td>
<td>61,843.9 ms</td>
<td>222.8 ms</td>
</tr>
</tbody>
</table>
Figure 8: A small ecosystem demonstrating various input models interacting. We have used models generated by Open L-systems, Xfrog, and LiDAR reconstructed trees in this example.

Figure 9: Xfrog Tree models interacting to changing environmental conditions.

So far we have demonstrated the typical European and North American trees. More special trees are palm trees or pines, as shown in Figure 10. Their graph structure has no lateral branches, it is a line for the main branches and another line through each of the leaves; the lobes cannot be applied here. The models were generated using Xfrog, and their reaction to the environment is still expectable. The palm tree bends in the direction opposite to the shadow in an attempt to capture more light. Pine trees usually do not bend and only react to the lack of light for lower branches. As expected, our model prunes low branches while maintaining a complete branching structure at the top.

Some different input models (Open L-systems, Xfrog, LiDAR scan) are shown in Figure 8, a frame from the accompanying video. The trees are affected by mutual shadowing as well as by the walls enclosing them from two sides. The branches in the ecosystem fill the available space as they would in the case of a real ecosystem.

The example in Figure 11 shows two mahogany trees modeled in Xfrog that are moved close to each other. The competition for resources lets a single crown emerge in which each tree contributes in part. Figure 13 shows a quad that is moved into a forest. Though we are not able to show such big scenes with all interactions and transformations interactively any more (this scene has 5 fps on our machine), the tree shapes adapt convincingly and the user is still able to interact with the scene.

8 Conclusion

We presented a dynamic model representation and interaction method for complex tree models. All kinds of polygonal input models can be converted into our representation. We estimate the influences of tropisms and other environmental effects such as shadowing of the input model. When the models are created they react to obstacles and changes in the lighting. An efficient implementation allows us to manipulate even complex scenes at interactive rates.

Our method, however, so far does not allow the production of new branches for the main skeleton: we always deform and manipulate the given basic structure. Furthermore, the input is limited to solitary tree models since so far we cannot hypothesize branches of the main skeleton that eventually died off. An example (Figure 14 left) shows a LiDAR scanned and reconstructed tree that has already been severely modified either by some early age trauma or by growing close to an obstacle. This tree shows an unnatural bending towards the obstacle that is partially alleviated by the transformations, but still prevails as the main growth direction. The resulting tree (Figure 14 right) does not seem very natural.

Figure 14: A tree reconstructed from LiDAR data that is already bent. Such models often cannot be altered properly.

We are also limited in the effects we are able to integrate. So far we included environmental factors such as light and tropisms, but no wind effects or nutrition changes in the soil. Furthermore, the system could be evaluated better by comparing it to real-world trees.

Another limitation is that our system needs some user-defined parameters, such as the amount of newly added tropism for the tree models. So far we also do not have a general-purpose GPU-based modeling process for the procedural content. We use a pre-defined species library for the parameters that allows us to produce a number of foliage types, but not all.
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Figure 10: Special tree models interacting with obstacles.

Figure 11: Two procedurally generated trees that have been grown very close to each other form a crown that resembles a single tree.

Figure 12: Two Xfrog trees (left to right): static; combination of bending and pruning; strong pruning; exaggerated bending.

Figure 13: Influence of an obstacle moved into a dense ecosystem.